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Agenda

1. unified implementation,

2. mechanised completeness proof, and

3. provably correct implementation

of complete test generation algorithms for finite state machines (FSM)
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Motivation

I complete test strategies are of importance in model-based testing MBT

high guaranteed test strength
well-specified assumptions

I manual verification and implementation are problematic

large number of strategies and variants
distinct complex algorithms and correctness arguments
ambiguities in natural language descriptions

I proposed approach: mechanised proofs and subsequent synthesis of implementations
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Model-based Testing using Finite State Machines
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Finite State Machines (FSMs)

M1 = (Q, q0,ΣI ,ΣO , h1)

Q = {q0, q1, q2}
ΣI = {a, b}

ΣO = {0, 1, 2}
h1 = {(q0, a, 0, q1), (q0, b, 1, q2),

(q1, a, 1, q2), (q1, a, 2, q1),

(q1, b, 2, q1), (q2, a, q, q2)}

I nondeterministic

I partially specified

I observable

I minimal

q0

q1

q2

a/0

b/1

a/2
b/2

a/1

a/1
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Model-based Testing using FSMs – Models

I Finite State Machines M1 and M2

both observable and minimal
M1 is the reference model
M2 represents the behaviour of the System under Test (SUT)

Black Box
same alphabets as M1, at most m states

Fault Domain F(M1,m) contains all such M2

I goal: check whether M1 are M2 language-equivalent:

L(M2) = L(M1)

Robert Sachtleben An Approach for the Verification and Synthesis of Complete Test Generation Algorithms for Finite State Machines 6 / 34



Model-based Testing using FSMs – Test Suites

Definition

M2 passes test suite TS für M1, denoted M2 ∼TS M1, if the following holds

L(M2) ∩ TS = L(M1) ∩ TS

Definition

test suite TS is m-complete for reference model M1 if for all M2 ∈ F(M1,m) it holds that

M2 ∼TS M1 ⇐⇒ L(M2) = L(M1)
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H-Condition / H-Method

TS is m-complete if

1. V .Σ≤m−n+1 ⊆ TS

for some state cover V

2. TS preserves divergences of pairs (α, β)

(A) (υ, υ′) for υ, υ′ ∈ V

(B) (υ, υ′.ω) for υ, υ′ ∈ V , ω ∈ Σ≤m−n+1

(C) (υ.ω′, υ.ω) for
υ ∈ V , ω ∈ Σ≤m−n+1, ω′ ∈ pref (ω)

via distinguishing traces γ, added to TS
as α.γ, β.γ
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SPY-Condition / SPY-Method

TS is m-complete if

1. V .Σ ⊆ TS

2. TS preserves convergence of υq.(x/y)
and υq′ for all (q, x , y , q′) ∈ h1

by establishing divergences in
{υq.(x/y), υq′}.pref (ω) for all
ω ∈ Σ≤m−n

SPY-Method: realised via harmonised
state identifiers
enables distribution of extensions over
previously established convergences
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Historical Development of Test Strategies
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Unified Implementation
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Are these Strategies Merely Special Cases of Each Other?

WWp

HSI

H

SPY

SPYH

using Wq = W

using Hq = W

no exploitation of convergences

using minimal HSIs using minimal HSIs

no consideration of length

no exploitation of convergences

no establishment of convergences
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Frameworks

I goal: unify representation and avoid duplication

I implementation using a generic framework

”framework” here denotes a higher order function

behaviour shared by all strategies is implemented directly in the framework

differing behaviours are supplied via procedural parameters, e.g.

selection of distinguishing traces
exploitation of convergences

tool-independent
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H-Framework

Input : minimal OFSM M1 = (Q, q0,ΣI ,ΣI , h1) with |Q| = n
Input : integer m
Input : functions getStateCover, handleStateCover, sortTransitions,

handleUnverifiedTransition, handleUndefinedIOPair
Output: test suite TS ⊆ Σ∗

1 V ← getStateCover(M1)
2 (TS ,G )← handleStateCover(M1, V )
3 U ←

{
(q, x , y , q′) ∈ h1

∣∣ υq.(x/y) 6= υq′
}

// unverified transitions

4 U ← sortTransitions(U,V )
5 foreach t ∈ U do
6 (TS ,G )← handleUnverifiedTransition(M1,V , t,m,TS ,G )

7 foreach q ∈ Q, x ∈ ΣI , y ∈ ΣO such that x/y /∈ LM1(q) do
8 TS ← handleUndefinedIOPair(M1,V , q, x , y ,TS ,G )

9 return TS
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H-Framework – Nesting of Higher Order Functions

handleUnverifiedTransition

handleUT-Static handleUT-Dynamic

getDistSetForLength CG

getCharSet

getCharSetOrHSI

getHSI

Empty

Standard

doEstablishConvergence

False

True

S-Heuristic

W Wp HSI SPY H SPYH Spartial

implements

parameter of

uses

Robert Sachtleben An Approach for the Verification and Synthesis of Complete Test Generation Algorithms for Finite State Machines 15 / 34



Frameworks

Framework Strategy Completeness Condition

W Wp HSI H SPY SPYH

H X X X X X X H-Condition

SPY X X X (X) X X SPY-Condition

Pair X X X X H-Condition, simplified
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Mechanised Completeness Proofs using Isabelle/HOL
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Proof Concept – Interface Lemmata

∀f , g , h, i , j . φ1(f ) ∧ φ2(g) ∧ φ3(h) ∧ φ4(i) ∧ φ5(j) −→ H-Framework(M1,m, f , g , h, i , j)

is m-complete

I proof via satisfaction of the H-Condition

I maintainability

definition of function f1 needs to be unfolded only in the proof of φ1(f1), limiting the impact
in changes to f1

I extensibility

arbitrary replacement of f1 by f2 if φ1(f2) holds
completeness of arbitrary combinations of arguments follows ”for free”

SPY-W, SPY-Wp, partial S-Method

Robert Sachtleben An Approach for the Verification and Synthesis of Complete Test Generation Algorithms for Finite State Machines 18 / 34



Structured Proofs in Isabelle/HOL

lemma acyclic_path_length_limit :

assumes "path M q p" and "distinct (visited_states q p)"

shows "length p < size M"

proof (rule ccontr)

assume "¬ length p < size M"

then have "length p ≥ card (states M)" using size_def by auto

then have "length (visited_states q p) > card (states M)" by auto

moreover have "set (visited_states q p) ⊆ states M"

by (metis assms path_prefix path_target_is_state visited_states_prefix)

ultimately have "¬ distinct (visited_states q p)"

by (metis distinct_card List.finite_set card_mono fsm_states_finite)

then show "False" using assms(2) by blast

qed
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Proof Mechanisation Effort

I basic FSM library

data types
transformations (observable, minimal, initially connected, prime)
computation of minimal length distinguishing traces
generalisation of convergence

I frameworks

H, SPY, Pair
H- and SPY-Condition

I concrete implementations of strategies (W, Wp, HSI, H, SPY, SPYH)

functions for procedural parameters

36.6 kLoC
329 definitions
856 lemmata
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H, SPY, Pair
H- and SPY-Condition

I concrete implementations of strategies (W, Wp, HSI, H, SPY, SPYH)

functions for procedural parameters

36.6 kLoC
329 definitions
856 lemmata
≈ 50% fully automated top-level proofs
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Generating Provably Correct Implementations
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Code Generation via Isabelle/HOL

I translation to Haskell / SML / Scala / OCaml

I many definitions immediately translatable

I code equations specify alternative implementations

I refinements

data structures – extended FSM data type, Containers
algorithms
much potential for further improvement
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Tool Set

M1

k = m − n

"W" | "Wp" | ...

test-suite-generator

generated code

test suite TS
stored as input sequences

sut-wrapper

SUT test-harness verdict: SUT ∼TS M1?
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Evaluation – DFSMs with 3 Inputs and Outputs each, using m − n = 0
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Evaluation – DFSMs with 3 Inputs and Outputs each, using m − n = 2
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Evaluation – Average Test Suite Length
∑

α∈TS |α| for m − n = 0
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Evaluation – Average Test Suite Length
∑

α∈TS |α| for m − n = 2
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Conclusion and Future Work
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Conclusion

I main contributions

1. unified implementation of complete test strategies using frameworks
2. mechanised correctness and completeness proofs
3. provably correct implementations embedded in a practical tool set

I further contributions

generalisation of SPY and SPYH to partial, nondeterministic FSMs
provably correct library of basic FSM operations
analogous results for a test strategy for the reduction conformance relation
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Future Work

I extend the approach to
further conformance relations

quasi-reduction/equivalence, strong reduction, ...

further modelling formalisms

EFSMs, SFSMs, timed Automata, LTSs, ...

further test strategies

S-Method, Safety-H-Method, Property Oriented Testing via FSMs, ...

I completeness checking instead of test suite generation
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